与Reverse LinkedList有关的

# 203. Remove Linked List Elements

Remove all elements from a linked list of integers that have value val.

Example:

Input: 1->2->6->3->4->5->6, val = 6

Output: 1->2->3->4->5

## 算法1：

思路：对于遇到相等的情况，就是利用当前节点的前一节点的next指向当前节点的后一节点。但是由于head不存在前一节点，因此先对head节点单独处理，处理之后head就可以充当prevNode了。

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode removeElements(ListNode head, int val) {

//由于head不存在prevNode，所以先处理第一个节点，保证下一个节点的prevNode存在

//鉴于此，可以认为补充一个节点fakeNode充当head的prevNode，这样就可以利用while循环判断head了（见升级版）

while(head != null && head.val == val){//若开头相等，则循环删除开头元素

head = head.next;

}

if(head == null){

return head;

}

ListNode head1 = head.next;//保存需要返回的头head

ListNode prevNode = head;//上一个节点

while(head1 != null){

ListNode nextNodeTemp = head1.next;

**if(head1.val == val){**

**//若相等，改变prevNode的next属性，而prevNode不变**

**prevNode.next = nextNodeTemp != null ? nextNodeTemp : null;**

**}else{**

**prevNode = head1;**

**}**

**head1 = nextNodeTemp;//遍历一遍**

}

return head;

}

}

## 算法2：补充假节点fakeNode

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode removeElements(ListNode head, int val) {

//由于head不存在prevNode，所以先处理第一个节点，保证下一个节点的prevNode存在

//鉴于此，可以认为补充一个节点fakeNode充当head的prevNode，这样就可以利用while循环判断head了

ListNode fakeNode = new ListNode(-1);//假节点

fakeNode.next = head;

ListNode prevNode = fakeNode;//上一个节点

while(head != null){

ListNode nextNodeTemp = head.next;

if(head.val == val){

//若相等，改变prevNode的next属性，而prevNode不变

prevNode.next = nextNodeTemp != null ? nextNodeTemp : null;

}else{

prevNode = head;

}

head = nextNodeTemp;//遍历一遍

}

return fakeNode.next;//利用fakeNode.next作为返回的头head

}

}

# 237. Delete Node in a Linked List

Write a function to delete a node (except the tail) in a singly linked list, given only access to that node.

Given linked list -- head = [4,5,1,9], which looks like following:

4 -> 5 -> 1 -> 9
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Note:

* The linked list will have at least two elements.
* All of the nodes' values will be unique.
* The given node will not be the tail and it will always be a valid node of the linked list.
* Do not return anything from your function.

## 算法：

思路：//由于无法获取上一个节点，且题意说明了任意节点的值都是唯一的，也就是说只删除当前节点；但是直接删除当前节点需要修改上一节点的next，这里无法获取上一个节点，因此，先拷贝后一个节点到当前节点，然后再删除后一个节点即可实现。

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public void deleteNode(ListNode node) {

//由于无法获取上一个节点，且题意说明了任意节点的值都是唯一的，也就是说只删除当前节点

//但是直接删除当前节点需要修改上一节点的next，这里无法获取上一个节点，因此，

//先拷贝后一个节点到当前节点，然后再删除后一个节点即可实现。

if(node == null) return;

if(node.next != null){

node.val = node.next.val;

node.next = node.next.next;

}

}

}

# 206. Reverse Linked List

(难度：easy)

**Reverse a singly linked list.**

Example:

Input: 1->2->3->4->5->NULL

Output: 5->4->3->2->1->NULL

Follow up:

A linked list can be reversed either iteratively or recursively. Could you implement both?

## 算法1(比较简单)：Excellent

思路：需要两个外加变量，其中一个临时变量nextNodeTemp保存原链表的下一节点，另外一个变量prevNode保存原链表的上一节点。head用于遍历原链表，又由于需要赋予head新的next节点，所以需要先把**当前head的下一节点**保存下来(nextNodeTemp)，当赋给head的新的next节点之后，再将nextNodeTemp赋给head,这里需要赋的新的next节点就是当前head的上一个节点，所以需要利用一个变量保存下来(prevNode)的作用。
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/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode reverseList(ListNode head) {

ListNode prevNode = null;//保存上一个节点

while(head != null){

//临时变量定义在循环体内部即可

**ListNode nextNodeTemp = head.next;//临时变量：先将下一个节点保存下来**

**head.next = prevNode;//给next赋新值**

**prevNode = head;//保存当前节点**

**head = nextNodeTemp;//将下一节点在赋给head**

}

return **prevNode**;

}

}

## 算法2：值倒转

原理：将链表的数值val都顺序保存在ArrayList中，然后再倒序赋给原链表，这样就可以实现链表的逆。

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode reverseList(ListNode head) {

//只是需要把数值倒置，link不用变

if(head==null){

return head;

}

**ArrayList<Integer> arr = new ArrayList<Integer> ();**

**ListNode temp =head;**

while (temp!=null){

arr.add(temp.val);

temp = temp.next;

}

int s= arr.size();

**temp = head;**

while (temp!=null){

temp.val=arr.get(s-1);

s--;

temp=temp.next;

}

return head;

}

}

## 算法2：自己写的

思路：一开始不知道利用临时变量那样保存下一节点，而是利用创建新的节点的方法，这种方法不太可取。

class Solution {

public ListNode reverseList(ListNode head) {

if(head == null){

return head;

}

ListNode newHead = null;

newHead = new ListNode(head.val);

newHead.next = null;

while(head.next != null){

ListNode newHead2 = new ListNode(head.next.val);//通过复制实现

newHead2.next = newHead;

newHead = newHead2;

head = head.next;

}

return newHead;

}

}

## 算法4:通过栈实现，性能很差，只是掌握Deque的使用即可

思路：将所有的ListNode存入Stack中，然后再一一获取出来。主要是考虑到栈的LIFO。

通过栈实现：

class Solution {

public ListNode reverseList(ListNode head) {

if(head == null)

return head;

Deque<ListNode> deque = new ArrayDeque<>();

//进栈

while(head != null){

deque.push(head);

head = head.next;

}

//一一出栈

ListNode preNode = deque.pop();

head = preNode;

while(preNode != null){

ListNode node = null;

if(deque.size() > 0)

node = deque.pop();

preNode.next = node;

preNode = node;

}

return head;

}

}

# 234. Palindrome Linked List

Given a singly linked list, determine if it is a palindrome.
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Follow up: Could you do it in O(n) time and O(1) space?

## 算法：将前一半LinkedList逆转(掌握)

思路：分成三步走：①获取Linked list的总长度；②将前一半Linked list元素逆转；③从中间开始判断两边是否对称(注意长度的奇偶问题)。

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public boolean isPalindrome(ListNode head) {

//思路：首先计算总长度；其次逆转前一半节点；最后从中间开始往两边判断。

**//first**

if(head == null) return true;

int len = 0;

ListNode temp = head;

while(temp != null){

len++;

temp = temp.next;

}

**//second:逆转前一半节点**

ListNode prevNode = null;

for(int i = 0;i < len/2;i++){

ListNode nextNodeTemp = head.next;

head.next = prevNode;

prevNode = head;

head = nextNodeTemp;

}

**//third**

// ListNode left = prevNode;

ListNode right = len%2 == 0 ? head : head.next;

while(prevNode != null && right != null){

if(prevNode.val != right.val){

return false;

}

prevNode = prevNode.next;

right = right.next;

}

return true;

}

}

## 算法2：自己的方法(不建议)

思路：将所有的值存放到ArrayList中，然后转成数组，根据索引判断两端数据是否相等。

class Solution {

public boolean isPalindrome(ListNode head) {

ArrayList<Integer> arr = new ArrayList<Integer>();

while(head != null){

arr.add(head.val);

head = head.next;

}

Integer[] vals = new Integer[arr.size()];

vals = arr.toArray(vals);

int j = vals.length-1;

for(int i = 0;i < vals.length/2;i++,j--){

if(!vals[i].equals(vals[j])){

return false;

}

}

return true;

}

}

# 225. Implement Stack using Queues

Implement the following operations of a stack using queues.

push(x) -- Push element x onto stack.

pop() -- Removes the element on top of the stack.

top() -- Get the top element.

empty() -- Return whether the stack is empty.

![](data:image/png;base64,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)

Notes:

You must use only standard operations of a queue -- which means only **push** to back, **peek/pop** from front, **size**, and is empty operations are valid.

Depending on your language, queue may not be supported natively. You may simulate a queue by using a **list** or **deque** (double-ended queue), as long as you use only standard operations of a queue.

You may assume that all operations are valid (for example, no pop or top operations will be called on an empty stack).

## 实现：

只能利用**Queue接口**的标准操作，也就是说那些addFirst、addLast不能使用。

class MyStack {

/\*\* Initialize your data structure here. \*/

Queue<Integer> queue;

public MyStack() {

queue = new LinkedList<>();

}

/\*\* Push element x onto stack. \*/

public void push(int x) {

queue.offer(x);

for (int i = 0; i < queue.size() - 1; i++) {

queue.offer(queue.poll());

}

}

/\*\* Removes the element on top of the stack and returns that element. \*/

public int pop() {

return queue.poll();

}

/\*\* Get the top element. \*/

public int top() {

return queue.peek();

}

/\*\* Returns whether the stack is empty. \*/

public boolean empty() {

return queue.isEmpty();

}

}

/\*\*

\* Your MyStack object will be instantiated and called as such:

\* MyStack obj = new MyStack();

\* obj.push(x);

\* int param\_2 = obj.pop();

\* int param\_3 = obj.top();

\* boolean param\_4 = obj.empty();

\*/

## 不符合要求：利用LinkedList实现

class MyStack {

**LinkedList<Integer> queue ;**

/\*\* Initialize your data structure here. \*/

public MyStack() {

queue = new LinkedList<Integer>();

}

/\*\* Push element x onto stack. \*/

public void push(int x) {

queue.addFirst(x);

}

/\*\* Removes the element on top of the stack and returns that element. \*/

public int pop() {

return queue.removeFirst();

}

/\*\* Get the top element. \*/

public int top() {

return queue.getFirst();

}

/\*\* Returns whether the stack is empty. \*/

public boolean empty() {

// return queue.size()==0?true:false;

return queue.isEmpty();

}

}

/\*\*

\* Your MyStack object will be instantiated and called as such:

\* MyStack obj = new MyStack();

\* obj.push(x);

\* int param\_2 = obj.pop();

\* int param\_3 = obj.top();

\* boolean param\_4 = obj.empty();

\*/